C++ is a popular programming language.C++ is used to create computer programs, and is one of the most used language in game development.

## **Examples in Each Chapter**

Our "Try it Yourself" editor makes it easy to learn C++. You can edit C++ code and view the result in your browser.

### Example

#include <iostream>  
using namespace std;  
int main() {  
cout <<"Hello World!";  
return 0;  
}

We recommend reading this tutorial, in the sequence listed in the left menu. C++ is an object oriented language and some concepts may be new. Take breaks when needed, and go over the examples as many times as needed.

# **C++ Introduction**

## **What is C++?**

C++ is a cross-platform language that can be used to create high-performance applications.

C++ was developed by Bjarne Stroustrup, as an extension to the [C language](https://www.w3schools.com/c/index.php).

C++ gives programmers a high level of control over system resources and memory.

The language was updated 4 major times in 2011, 2014, 2017, and 2020 to C++11, C++14, C++17, C++20.

## **Why Use C++**

C++ is one of the world's most popular programming languages.

C++ can be found in today's operating systems, Graphical User Interfaces, and embedded systems.

C++ is an object-oriented programming language which gives a clear structure to programs and allows code to be reused, lowering development costs.

C++ is portable and can be used to develop applications that can be adapted to multiple platforms.

C++ is fun and easy to learn!

As C++ is close to [C#](https://www.w3schools.com/cs/index.php) and [Java](https://www.w3schools.com/java/default.asp), it makes it easy for programmers to switch to C++ or vice versa.

## **Difference between C and C++**

C++ was developed as an extension of [C](https://www.w3schools.com/c/index.php), and both languages have almost the same syntax.

The main difference between C and C++ is that C++ support classes and objects, while C does not.

## **Get Started**

This tutorial will teach you the basics of C++.

It is not necessary to have any prior programming experience.

# **C++ Getting Started**

## **C++ Get Started**

To start using C++, you need two things:

* A text editor, like Notepad, to write C++ code
* A compiler, like GCC, to translate the C++ code into a language that the computer will understand

There are many text editors and compilers to choose from. In this tutorial, we will use an IDE (see below).

## **C++ Install IDE**

An IDE (Integrated Development Environment) is used to edit AND compile the code.

Popular IDE's include Code::Blocks, Eclipse, and Visual Studio. These are all free, and they can be used to both edit and debug C++ code.

**Note:** Web-based IDE's can work as well, but functionality is limited.

We will use **Code::Blocks** in our tutorial, which we believe is a good place to start.

You can find the latest version of Codeblocks at [http://www.codeblocks.org/](https://www.codeblocks.org/downloads/binaries/). Download the mingw-setup.exe file, which will install the text editor with a compiler.

## **C++ Quickstart**

Let's create our first C++ file.

Open Codeblocks and go to **File > New > Empty File**.

Write the following C++ code and save the file as myfirstprogram.cpp

(**File > Save File as**):

#### myfirstprogram.cpp

#include <iostream>  
using namespace std;  
  
int main() {  
  cout << "Hello World!";  
  return 0;  
}

Don't worry if you don't understand the code above - we will discuss it in detail in later chapters. For now, focus on how to run the code.

In Codeblocks, it should look like this:

![](data:image/png;base64,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)

Then, go to **Build > Build and Run** to run (execute) the program. The result will look something to this:

Hello World!  
Process returned 0 (0x0) execution time : 0.011 s  
Press any key to continue.

**Congratulations**! You have now written and executed your first C++ program.

## **Learning C++**

When learning C++ at W3Schools.com, you can use our "Try it Yourself" tool, which shows both the code and the result. This will make it easier for you to understand every part as we move forward:

### myfirstprogram.cpp

Code:

#include <iostream>  
using namespace std;  
int main() {  
  cout << "Hello World!";  
  return 0;  
}

Result:

Hello World!

# **C++ Syntax**

Let's break up the following code to understand it better:

### **Example**

#include <iostream>  
using namespace std;  
  
int main() {  
  cout << "Hello World!";  
  return 0;  
}

### Example explained

**Line 1:** #include <iostream> is a **header file library** that lets us work with input and output objects, such as cout (used in line 5). Header files add functionality to C++ programs.

**Line 2:** using namespace std means that we can use names for objects and variables from the standard library.

Don't worry if you don't understand how #include <iostream> and using namespace std works. Just think of it as something that (almost) always appears in your program.

**Line 3:** A blank line. C++ ignores white space. But we use it to make the code more readable.

**Line 4:** Another thing that always appear in a C++ program, is int main(). This is called a **function**. Any code inside its curly brackets {} will be executed.

**Line 5:** cout (pronounced "see-out") is an **object** used together with the insertion operator (<<) to output/print text. In our example it will output "Hello World".

**Note:** Every C++ statement ends with a semicolon;.

**Note:** The body of int main()could also been written as:  
int main () { cout << "Hello World! "; return 0; }

**Remember:** The compiler ignores white spaces. However, multiple lines makes the code more readable.

**Line 6:** return 0 ends the main function.

**Line 7:** Do not forget to add the closing curly bracket } to actually end the main function.

## **Omitting Namespace**

You might see some C++ programs that runs without the standard namespace library. The using namespace std line can be omitted and replaced with the std keyword, followed by the :: operator for some objects:

### **Example**

#include <iostream>  
int main() {  
  **std::**cout << "Hello World!";  
  return 0;  
}

It is up to you if you want to include the standard namespace library or not.

# **C++ Output (Print Text)**

## **C++ Output (Print Text)**

The cout object, together with the << operator, is used to output values/print text:

### Example

#include <iostream>  
using namespace std;  
  
int main() {  
  **cout** << "Hello World!";  
  return 0;  
}

You can add as many cout objects as you want. However, note that it does not insert a new line at the end of the output:

### Example

#include <iostream>  
using namespace std;  
  
int main() {  
  **cout** << "Hello World!";  
  **cout** << "I am learning C++";  
  return 0;  
}

# **C++ New Lines**

## **New Lines**

To insert a new line, you can use the \n character:

### **Example**

#include <iostream>  
using namespace std;  
  
int main() {  
  cout << "Hello World! **\n**";  
  cout << "I am learning C++";  
  return 0;  
}

**Tip:** Two \n characters after each other will create a blank line:

### **Example**

#include <iostream>  
using namespace std;  
  
int main() {  
  cout << "Hello World! **\n\n**";  
  cout << "I am learning C++";  
  return 0;  
}

Another way to insert a new line, is with the endl manipulator:

### **Example**

#include <iostream>  
using namespace std;  
  
int main() {  
  cout << "Hello World!" << **endl**;  
  cout << "I am learning C++";  
  return 0;  
}

Both \n and endl are used to break lines. However, \n is most used.

#### But what is \n exactly?

The newline character (\n) is called an **escape sequence**, and it forces the cursor to change its position to the beginning of the next line on the screen. This results in a new line.

Examples of other valid escape sequences are:

|  |  |
| --- | --- |
| Escape Sequence | Description |
| \t | Creates a horizontal tab |
| \\ | Inserts a backslash character (\) |
| \" | Inserts a double quote character |

# **C++ Comments**

Comments can be used to explain C++ code, and to make it more readable. It can also be used to prevent execution when testing alternative code. Comments can be singled-lined or multi-lined.

## **Single-line Comments**

Single-line comments start with two forward slashes (//).

Any text between // and the end of the line is ignored by the compiler (will not be executed).

This example uses a single-line comment before a line of code:

### **Example**

// This is a comment  
cout <<"Hello World!";

[Try it Yourself »](https://www.w3schools.com/cpp/trycpp.asp?filename=demo_single_comment)

This example uses a single-line comment at the end of a line of code:

### **Example**

cout <<"Hello World!";// This is a comment[Try it Yourself »](https://www.w3schools.com/cpp/trycpp.asp?filename=demo_single_comment_end)

## **C++ Multi-line Comments**

Multi-line comments start with /\* and ends with \*/.

Any text between /\* and \*/ will be ignored by the compiler:

### **Example**

/\* The code below will print the words Hello World!  
to the screen, and it is amazing \*/  
cout <<"Hello World!";

#### Single or multi-line comments?

It is up to you which you want to use. Normally, we use // for short comments, and /\* \*/ for longer.

## **C++ Variables**

Variables are containers for storing data values.

In C++, there are different **types** of variables (defined with different keywords), for example:

* int - stores integers (whole numbers), without decimals, such as 123 or -123
* double - stores floating point numbers, with decimals, such as 19.99 or -19.99
* char - stores single characters, such as 'a' or 'B'. Char values are surrounded by single quotes
* string - stores text, such as "Hello World". String values are surrounded by double quotes
* bool - stores values with two states: true or false

## **Declaring (Creating) Variables**

To create a variable, specify the type and assign it a value:

### **Syntax**

type variableName = value;

Where type is one of C++ types (such as int), and variableName is the name of the variable (such as **x** or **myName**). The **equal sign** is used to assign values to the variable.

To create a variable that should store a number, look at the following example:

### **Example**

Create a variable called **myNum** of type int and assign it the value **15**:

int myNum = 15;  
cout << myNum;

You can also declare a variable without assigning the value, and assign the value later:

### **Example**

int myNum;  
myNum = 15;  
cout << myNum;

Note that if you assign a new value to an existing variable, it will overwrite the previous value:

### **Example**

int myNum = 15;  // myNum is 15  
myNum = 10;  // Now myNum is 10  
cout << myNum;  // Outputs 10

## **Other Types**

A demonstration of other data types:

### **Example**

int myNum = 5;               // Integer (whole number without decimals)  
double myFloatNum = 5.99;    // Floating point number (with decimals)  
char myLetter = 'D';         // Character  
string myText = "Hello";     // String (text)  
bool myBoolean = true;       // Boolean (true or false)

You will learn more about the individual types in the Data Types chapter.

## **Display Variables**

The cout object is used together with the << operator to display variables.

To combine both text and a variable, separate them with the << operator:

### **Example**

int myAge = 35;  
cout << "I am " << myAge << " years old.";

## **Add Variables Together**

To add a variable to another variable, you can use the + operator:

### **Example**

int x = 5;  
int y = 6;  
int sum = x + y;  
cout << sum;

# **C++ Declare Multiple Variables**

## **Declare Many Variables**

To declare more than one variable of the **same type**, use a comma-separated list:

### **Example**

int x = 5, y = 6, z = 50;  
cout << x + y + z;

## **One Value to Multiple Variables**

You can also assign the **same value** to multiple variables in one line:

### **Example**

int x, y, z;  
x = y = z = 50;  
cout << x + y + z;

## **C++ Identifiers**

All C++ **variables** must be **identified** with **unique names**.

These unique names are called **identifiers**.

Identifiers can be short names (like x and y) or more descriptive names (age, sum, totalVolume).

**Note:** It is recommended to use descriptive names in order to create understandable and maintainable code:

### **Example**

// Good  
int minutesPerHour = 60;  
  
// OK, but not so easy to understand what **m** actually is  
int m = 60;

The general rules for naming variables are:

* Names can contain letters, digits and underscores
* Names must begin with a letter or an underscore (\_)
* Names are case sensitive (myVar and myvar are different variables)
* Names cannot contain whitespaces or special characters like !, #, %, etc.
* Reserved words (like C++ keywords, such as int) cannot be used as names

# **C++ Constants**

## **Constants**

When you do not want others (or yourself) to override existing variable values, use the const keyword (this will declare the variable as "constant", which means **unchangeable and read-only**):

### **Example**

**const** int myNum = 15;  // myNum will always be 15  
myNum = 10;  // error: assignment of read-only variable 'myNum'

You should always declare the variable as constant when you have values that are unlikely to change:

### **Example**

**const** int minutesPerHour = 60;  
**const** float PI = 3.14;

# **C++ User Input**

You have already learned that cout is used to output (print) values. Now we will use cin to get user input.

cin is a predefined variable that reads data from the keyboard with the extraction operator (>>).

In the following example, the user can input a number, which is stored in the variable x. Then we print the value of x:

### **Example**

int x;   
cout << "Type a number: "; // Type a number and press enter  
cin >> x; // Get user input from the keyboard  
cout << "Your number is: " << x; // Display the input value

#### **Good To Know**

cout is pronounced "see-out". Used for **output**, and uses the insertion operator (<<)

cin is pronounced "see-in". Used for **input**, and uses the extraction operator (>>)

## **Creating a Simple Calculator**

In this example, the user must input two numbers. Then we print the sum by calculating (adding) the two numbers:

### **Example**

int x, y;  
int sum;  
cout << "Type a number: ";  
cin >> x;  
cout << "Type another number: ";  
cin >> y;  
sum = x + y;  
cout << "Sum is: " << sum;

There you go! You just built a basic calculator!

# **C++ Data Types**

As explained in the Variables chapter, a variable in C++ must be a specified data type:

### **Example**

int myNum = 5;               // Integer (whole number)  
float myFloatNum = 5.99;     // Floating point number  
double myDoubleNum = 9.98;   // Floating point number  
char myLetter = 'D';         // Character  
bool myBoolean = true;       // Boolean  
string myText = "Hello";     // String

## **Basic Data Types**

The data type specifies the size and type of information the variable will store:

|  |  |  |
| --- | --- | --- |
| Data Type | Size | Description |
| boolean | 1 byte | Stores true or false values |
| char | 1 byte | Stores a single character/letter/number, or ASCII values |
| int | 2 or 4 bytes | Stores whole numbers, without decimals |
| float | 4 bytes | Stores fractional numbers, containing one or more decimals. Sufficient for storing 7 decimal digits |
| double | 8 bytes | Stores fractional numbers, containing one or more decimals. Sufficient for storing 15 decimal digits |

You will learn more about the individual data types in the next chapters.

# **C++ Numeric Data Types**

## **Numeric Types**

Use int when you need to store a whole number without decimals, like 35 or 1000, and float or double when you need a floating point number (with decimals), like 9.99 or 3.14515.

### **int**

int myNum = 1000;  
cout << myNum;

### **float**

float myNum = 5.75;  
cout << myNum;

### **double**

double myNum = 19.99;  
cout << myNum;

float vs. double

The **precision** of a floating point value indicates how many digits the value can have after the decimal point. The precision of float is only six or seven decimal digits, while double variables have a precision of about 15 digits. Therefore it is safer to use double for most calculations.

### **Scientific Numbers**

A floating point number can also be a scientific number with an "e" to indicate the power of 10:

### **Example**

float f1 = 35e3;  
double d1 = 12E4;  
cout << f1;  
cout << d1;

# **C++ Boolean Data Types**

## **Boolean Types**

A boolean data type is declared with the bool keyword and can only take the values true or false.

When the value is returned, true = 1 and false = 0.

### **Example**

bool isCodingFun = true;  
bool isFishTasty = false;  
cout << isCodingFun;  // Outputs 1 (true)  
cout << isFishTasty;  // Outputs 0 (false)

Boolean values are mostly used for conditional testing, which you will learn more about in a later chapter.

# **C++ Character Data Types**

## **Character Types**

The char data type is used to store a **single** character. The character must be surrounded by single quotes, like 'A' or 'c':

### **Example**

char myGrade = 'B';  
cout << myGrade;

Alternatively, you can use ASCII values to display certain characters:

### **Example**

char a = 65, b = 66, c = 67;  
cout << a;  
cout << b;  
cout << c;

**Tip:** A list of all ASCII values can be found in our ASCII Table Reference.

# **C++ String Data Types**

## **String Types**

The string type is used to store a sequence of characters (text). This is not a built-in type, but it behaves like one in its most basic usage. String values must be surrounded by double quotes:

### **Example**

string greeting = "Hello";  
cout << greeting;

To use strings, you must include an additional header file in the source code, the <string> library:

### **Example**

// Include the string library  
#include <string>  
  
// Create a string variable  
string greeting = "Hello";  
  
// Output string value  
cout << greeting;

## **C++ Operators**

Operators are used to perform operations on variables and values.

In the example below, we use the + **operator** to add together two values:

### **Example**

int x = 100 + 50;

Although the + operator is often used to add together two values, like in the example above, it can also be used to add together a variable and a value, or a variable and another variable:

### **Example**

int sum1 = 100 + 50;        // 150 (100 + 50)  
int sum2 = sum1 + 250;      // 400 (150 + 250)  
int sum3 = sum2 + sum2;     // 800 (400 + 400)

C++ divides the operators into the following groups:

* Arithmetic operators
* Assignment operators
* Comparison operators
* Logical operators
* Bitwise operators

## **Arithmetic Operators**

Arithmetic operators are used to perform common mathematical operations.

|  |  |  |  |
| --- | --- | --- | --- |
| Operator | Name | Description | Example |
| + | Addition | Adds together two values | x + y |
| - | Subtraction | Subtracts one value from another | x - y |
| \* | Multiplication | Multiplies two values | x \* y |
| / | Division | Divides one value by another | x / y |
| % | Modulus | Returns the division remainder | x % y |
| ++ | Increment | Increases the value of a variable by 1 | ++x |
| -- | Decrement | Decreases the value of a variable by 1 | --x |

# **C++ Assignment Operators**

## **Assignment Operators**

Assignment operators are used to assign values to variables.

In the example below, we use the **assignment** operator (=) to assign the value **10** to a variable called **x**:

### **Example**

int x = 10;

The **addition assignment** operator (+=) adds a value to a variable:

### **Example**

int x = 10;  
x += 5;

A list of all assignment operators:

|  |  |  |
| --- | --- | --- |
| Operator | Example | Same As |
| = | x = 5 | x = 5 |
| += | x += 3 | x = x + 3 |
| -= | x -= 3 | x = x - 3 |
| \*= | x \*= 3 | x = x \* 3 |
| /= | x /= 3 | x = x / 3 |
| %= | x %= 3 | x = x % 3 |
| &= | x &= 3 | x = x & 3 |
| |= | x |= 3 | x = x | 3 |
| ^= | x ^= 3 | x = x ^ 3 |
| >>= | x >>= 3 | x = x >> 3 |
| <<= | x <<= 3 | x = x << 3 |

# **C++ Comparison Operators**

## **Comparison Operators**

Comparison operators are used to compare two values.

**Note:** The return value of a comparison is either true (1) or false (0).

In the following example, we use the **greater than** operator (>) to find out if 5 is greater than 3:

### **Example**

int x = 5;  
int y = 3;  
cout << (x > y); // returns 1 (true) because 5 is greater than 3

A list of all comparison operators:

|  |  |  |
| --- | --- | --- |
| Operator | Name | Example |
| == | Equal to | x == y |
| != | Not equal | x != y |
| > | Greater than | x > y |
| < | Less than | x < y |
| >= | Greater than or equal to | x >= y |
| <= | Less than or equal to | x <= y |

You will learn much more about comparison operators and how to use them in a later chapter.

# **C++ Logical Operators**

Logical operators are used to determine the logic between variables or values:

|  |  |  |  |
| --- | --- | --- | --- |
| Operator | Name | Description | Example |
| && | Logical and | Returns true if both statements are true | x < 5 &&  x < 10 |
| || | Logical or | Returns true if one of the statements is true | x < 5 || x < 4 |
| ! | Logical not | Reverse the result, returns false if the result is true | !(x < 5 && x < 10) |

# **C++ Strings**

Strings are used for storing text.

A string variable contains a collection of characters surrounded by double quotes:

### **Example**

Create a variable of type string and assign it a value:

string greeting = "Hello";

To use strings, you must include an additional header file in the source code, the <string> library:

### **Example**

// Include the string library  
#include <string>  
  
// Create a string variable  
string greeting = "Hello";

## **C++ String Concatenation**

The + operator can be used between strings to add them together to make a new string. This is called **concatenation**:

### **Example**

string firstName = "John ";  
string lastName = "Doe";  
string fullName = firstName + lastName;  
cout << fullName;

In the example above, we added a space after firstName to create a space between John and Doe on output. However, you could also add a space with quotes (" "or' '):

### **Example**

string firstName = "John";  
string lastName = "Doe";  
string fullName = firstName + " " + lastName;  
cout << fullName;

## **Append**

A string in C++ is actually an object, which contain functions that can perform certain operations on strings. For example, you can also concatenate strings with the append()function:

### **Example**

string firstName = "John ";  
string lastName = "Doe";  
string fullName = firstName.append(lastName);  
cout << fullName;

## **C++Adding Numbers and Strings**

WARNING!

C++ uses the + operator for both addition and concatenation.

Numbers are added. Strings are concatenated.

If you add two numbers, the result will be a number:

### **Example**

int x = 10;  
int y = 20;  
int z = x + y;      // z will be 30 (an integer)

If you add two strings, the result will be a string concatenation:

### **Example**

string x = "10";  
string y = "20";  
string z = x + y;   // z will be 1020 (a string)

If you try to add a number to a string, an error occurs:

### **Example**

string x = "10";  
int y = 20;  
string z = x + y;

# **C++ String Length**

To get the length of a string, use the length() function:

### **Example**

string txt = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";  
cout << "The length of the txt string is: " << txt.length();

**Tip:** You might see some C++ programs that use the size() function to get the length of a string. This is just an alias of length(). It is completely up to you if you want to use length() or size():

### **Example**

string txt = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";  
cout << "The length of the txt string is: " << txt.size();

# **C++ Access Strings**

You can access the characters in a string by referring to its index number inside square brackets [].

This example prints the **first character** in **myString**:

### **Example**

string myString = "Hello";  
cout << myString[0];  
// Outputs H

**Note:** String indexes start with 0: [0] is the first character. [1] is the second character, etc.

This example prints the **second character** in **myString**:

### **Example**

string myString = "Hello";  
cout << myString[1];  
// Outputs e

## **Change String Characters**

To change the value of a specific character in a string, refer to the index number, and use single quotes:

### **Example**

string myString = "Hello";  
myString[0] = 'J';  
cout << myString;  
// Outputs Jello instead of Hello

## **C++User Input Strings**

It is possible to use the extraction operator >> on cin to display a string entered by a user:

### **Example**

string firstName;  
cout << "Type your first name: ";  
cin >> firstName; // get user input from the keyboard  
cout << "Your name is: " << firstName;  
  
**// Type your first name: John**  
**// Your name is: John**

However, cin considers a space (whitespace, tabs, etc) as a terminating character, which means that it can only display a single word (even if you type many words):

### **Example**

string fullName;  
cout << "Type your full name: ";  
cin >> fullName;  
cout << "Your name is: " << fullName;  
  
**// Type your full name: John Doe  
// Your name is: John**

From the example above, you would expect the program to print "John Doe", but it only prints "John".  
  
That's why, when working with strings, we often use the getline() function to read a line of text. It takes cin as the first parameter, and the string variable as second:

### **Example**

string fullName;  
cout << "Type your full name: ";  
getline (cin, fullName);  
cout << "Your name is: " << fullName;  
  
// Type your full name: John Doe  
// Your name is: John Doe

## **C++ String Namespace**

## **Omitting Namespace**

You might see some C++ programs that runs without the standard namespace library. The using namespace std line can be omitted and replaced with the std keyword, followed by the :: operator for string (and cout) objects:

### **Example**

#include <iostream>  
#include <string>  
  
int main() {  
  **std::**string greeting = "Hello";  
  **std::**cout << greeting;  
  return 0;  
}

It is up to you if you want to include the standard namespace library or not.

## **C++ Math**

C++ has many functions that allows you to perform mathematical tasks on numbers.

## **Max and min**

The max(x,y) function can be used to find the highest value of x and y:

### **Example**

cout << max(5, 10);

And the min(x,y) function can be used to find the lowest value of x and y:

### **Example**

cout << min(5, 10);

## **C++ <cmath> Header**

Other functions, such as sqrt (square root), round (rounds a number) and log (natural logarithm), can be found in the <cmath> header file:

### **Example**

// Include the cmath library  
#include <cmath>  
  
cout << sqrt(64);  
cout << round(2.6);  
cout << log(2);

## **Other Math Functions**

A list of other popular Math functions (from the <cmath> library) can be found in the table below:

|  |  |
| --- | --- |
| Function | Description |
| abs(x) | Returns the absolute value of x |
| acos(x) | Returns the arccosine of x |
| asin(x) | Returns the arcsine of x |
| atan(x) | Returns the arctangent of x |
| cbrt(x) | Returns the cube root of x |
| ceil(x) | Returns the value of x rounded up to its nearest integer |
| cos(x) | Returns the cosine of x |
| cosh(x) | Returns the hyperbolic cosine of x |
| exp(x) | Returns the value of Ex |
| expm1(x) | Returns ex -1 |
| fabs(x) | Returns the absolute value of a floating x |
| fdim(x, y) | Returns the positive difference between x and y |
| floor(x) | Returns the value of x rounded down to its nearest integer |
| hypot(x, y) | Returns sqrt(x2 +y2) without intermediate overflow or underflow |
| fma(x, y, z) | Returns x\*y+z without losing precision |
| fmax(x, y) | Returns the highest value of a floating x and y |
| fmin(x, y) | Returns the lowest value of a floating x and y |
| fmod(x, y) | Returns the floating point remainder of x/y |
| pow(x, y) | Returns the value of x to the power of y |
| sin(x) | Returns the sine of x (x is in radians) |
| sinh(x) | Returns the hyperbolic sine of a double value |
| tan(x) | Returns the tangent of an angle |
| tanh(x) | Returns the hyperbolic tangent of a double value |

# **C++ Booleans**

Very often, in programming, you will need a data type that can only have one of two values, like:

* YES / NO
* ON / OFF
* TRUE / FALSE

For this, C++ has a bool data type, which can take the values true (1) or false (0).

## **Boolean Values**

A boolean variable is declared with the bool keyword and can only take the values true or false:

### **Example**

bool isCodingFun = true;  
bool isFishTasty = false;  
cout << isCodingFun;  // Outputs 1 (true)  
cout << isFishTasty;  // Outputs 0 (false)

From the example above, you can read that a true value returns 1, and false returns 0.

However, it is more common to return boolean values from boolean expressions (see next page).

# **C++ Boolean Expressions**

A **Boolean expression** is a C++ expression that returns a boolean value: 1 (true) or 0 (false).

You can use a comparison operator, such as the **greater than** (>) operator to find out if an expression (or a variable) is true:

### **Example**

int x = 10;  
int y = 9;  
cout << (x > y); // returns 1 (true), because 10 is higher than 9

Or even easier:

### **Example**

cout << (10 > 9); // returns 1 (true), because 10 is higher than 9

In the examples below, we use the **equal to** (==) operator to evaluate an expression:

### **Example**

int x = 10;  
cout << (x == 10);  // returns 1 (true), because the value of x is equal to 10

### **Example**

cout << (10 == 15);  // returns 0 (false), because 10 is not equal to 15

Booleans are the basis for all C++ comparisons and conditions.

You will learn more about conditions (if...else) in the next chapter.

## **C++ Conditions and If Statements**

C++ supports the usual logical conditions from mathematics:

* Less than: a < b
* Less than or equal to: a <= b
* Greater than: a > b
* Greater than or equal to: a >= b
* Equal to: a == b
* Not Equal to: a != b

You can use these conditions to perform different actions for different decisions.

C++ has the following conditional statements:

* Use if to specify a block of code to be executed, if a specified condition is true
* Use else to specify a block of code to be executed, if the same condition is false
* Use else if to specify a new condition to test, if the first condition is false
* Use switch to specify many alternative blocks of code to be executed

## **The if Statement**

Use the if statement to specify a block of C++ code to be executed if a condition is true.

### **Syntax**

if (condition) {  
  // block of code to be executed if the condition is true  
}

Note that if is in lowercase letters. Uppercase letters (If or IF) will generate an error.

In the example below, we test two values to find out if 20 is greater than 18. If the condition is true, print some text:

### **Example**

if (20 > 18) {  
  cout << "20 is greater than 18";  
}

We can also test variables:

### **Example**

int x = 20;  
int y = 18;  
if (x > y) {  
  cout << "x is greater than y";  
}

#### **Example explained**

In the example above we use two variables, **x** and **y**, to test whether x is greater than y (using the > operator). As x is 20, and y is 18, and we know that 20 is greater than 18, we print to the screen that "x is greater than y".

## **The else Statement**

Use the else statement to specify a block of code to be executed if the condition is false.

### **Syntax**

if (condition) {  
  // block of code to be executed if the condition is true  
} else {  
  // block of code to be executed if the condition is false  
}

### **Example**

int time = 20;  
if (time < 18) {  
  cout << "Good day.";  
} else {  
  cout << "Good evening.";  
}  
// Outputs "Good evening."

#### **Example explained**

In the example above, time (20) is greater than 18, so the condition is false. Because of this, we move on to the else condition and print to the screen "Good evening". If the time was less than 18, the program would print "Good day".

## **The else if Statement**

Use the else if statement to specify a new condition if the first condition is false.

### **Syntax**

if (condition1) {  
  // block of code to be executed if condition1 is true  
} else if (condition2) {  
  // block of code to be executed if the condition1 is false and condition2 is true  
} else {  
  // block of code to be executed if the condition1 is false and condition2 is false  
}

### **Example**

int time = 22;  
if (time < 10) {  
  cout << "Good morning.";  
} else if (time < 20) {  
  cout << "Good day.";  
} else {  
  cout << "Good evening.";  
}  
// Outputs "Good evening."

#### **Example explained**

In the example above, time (22) is greater than 10, so the **first condition** is false. The next condition, in the else if statement, is also false, so we move on to the else condition since **condition1** and **condition2** is both false and print to the screen "Good evening".

However, if the time was 14, our program would print "Good day."

## **C++ Short Hand If Else**

## **Short Hand If...Else (Ternary Operator)**

There is also a short-hand if else, which is known as the **ternary operator** because it consists of three operands. It can be used to replace multiple lines of code with a single line. It is often used to replace simple if else statements:

### **Syntax**

variable = (condition) ? expressionTrue : expressionFalse;

Instead of writing:

### **Example**

int time = 20;  
if (time < 18) {  
  cout << "Good day.";  
} else {  
  cout << "Good evening.";  
}

You can simply write:

### **Example**

int time = 20;  
string result = (time < 18) ? "Good day." : "Good evening.";  
cout << result;

## **C++ Switch Statements**

Use the switch statement to select one of many code blocks to be executed.

### **Syntax**

switch(expression) {  
  case x:  
    // code block  
    break;  
  case y:  
    // code block  
    break;  
  default:  
    // code block  
}

This is how it works:

* The switch expression is evaluated once
* The value of the expression is compared with the values of each case
* If there is a match, the associated block of code is executed
* The break and default keywords are optional, and will be described later in this chapter

The example below uses the weekday number to calculate the weekday name:

### **Example**

int day = 4;  
switch (day) {  
  case 1:  
    cout << "Monday";  
    break;  
  case 2:  
    cout << "Tuesday";  
    break;  
  case 3:  
    cout << "Wednesday";  
    break;  
  case 4:  
    cout << "Thursday";  
    break;  
  case 5:  
    cout << "Friday";  
    break;  
  case 6:  
    cout << "Saturday";  
    break;  
  case 7:  
    cout << "Sunday";  
    break;  
}  
// Outputs "Thursday" (day 4)

## **The break Keyword**

When C++ reaches a break keyword, it breaks out of the switch block.

This will stop the execution of more code and case testing inside the block.

When a match is found, and the job is done, it's time for a break. There is no need for more testing.

A break can save a lot of execution time because it "ignores" the execution of all the rest of the code in the switch block.

## **The default Keyword**

The default keyword specifies some code to run if there is no case match:

### **Example**

int day = 4;  
switch (day) {  
  case 6:  
    cout << "Today is Saturday";  
    break;  
  case 7:  
    cout << "Today is Sunday";  
    break;  
  default:  
    cout << "Looking forward to the Weekend";  
}  
// Outputs "Looking forward to the Weekend"

# **C++ While Loop**

## **C++ Loops**

Loops can execute a block of code as long as a specified condition is reached.

Loops are handy because they save time, reduce errors, and they make code more readable.

## **C++ While Loop**

The while loop loops through a block of code as long as a specified condition is true:

### **Syntax**

while (condition) {  
  *// code block to be executed*  
}

In the example below, the code in the loop will run, over and over again, as long as a variable (i) is less than 5:

### **Example**

int i = 0;  
while (i < 5) {  
  cout << i << "\n";  
  i++;  
}

## **C++ Do/While Loop**

The do/while loop is a variant of the while loop. This loop will execute the code block once, before checking if the condition is true, then it will repeat the loop as long as the condition is true.

### **Syntax**

do {  
  *// code block to be executed*}  
while (condition);

The example below uses a do/while loop. The loop will always be executed at least once, even if the condition is false, because the code block is executed before the condition is tested:

### **Example**

int i = 0;  
do {  
  cout << i << "\n";  
  i++;  
}  
while (i < 5);

Do not forget to increase the variable used in the condition, otherwise the loop will never end!

## **C++ For Loop**

When you know exactly how many times you want to loop through a block of code, use the for loop instead of a while loop:

### **Syntax**

for (*statement 1*; *statement 2*; *statement 3*) {  
  *// code block to be executed*  
}

**Statement 1** is executed (one time) before the execution of the code block.

**Statement 2** defines the condition for executing the code block.

**Statement 3** is executed (every time) after the code block has been executed.

The example below will print the numbers 0 to 4:

### **Example**

for (int i = 0; i < 5; i++) {  
  cout << i << "\n";  
}

#### **Example explained**

Statement 1 sets a variable before the loop starts (int i = 0).

Statement 2 defines the condition for the loop to run (i must be less than 5). If the condition is true, the loop will start over again, if it is false, the loop will end.

Statement 3 increases a value (i++) each time the code block in the loop has been executed.

## **Another Example**

This example will only print even values between 0 and 10:

### **Example**

for (int i = 0; i <= 10; i = i + 2) {  
  cout << i << "\n";  
}

# C++ Break and Continue

## **C++ Break**

You have already seen the break statement used in an earlier chapter of this tutorial. It was used to "jump out" of a switch statement.

The break statement can also be used to jump out of a **loop**.

This example jumps out of the loop when i is equal to 4:

### **Example**

for (int i = 0; i < 10; i++) {  
  if (i == 4) {  
    break;  
  }  
  cout << i << "\n";  
}

## **C++ Continue**

The continue statement breaks one iteration (in the loop), if a specified condition occurs, and continues with the next iteration in the loop.

This example skips the value of 4:

### **Example**

for (int i = 0; i < 10; i++) {  
  if (i == 4) {  
    continue;  
  }  
  cout << i << "\n";  
}

## **Break and Continue in While Loop**

You can also use break and continue in while loops:

### **Break Example**

int i = 0;  
while (i < 10) {  
  cout << i << "\n";  
  i++;  
  if (i == 4) {  
    break;  
  }  
}

### **Continue Example**

int i = 0;  
while (i < 10) {  
  if (i == 4) {  
    i++;  
    continue;  
  }  
  cout << i << "\n";  
  i++;  
}

# **C++ Arrays**

Arrays are used to store multiple values in a single variable, instead of declaring separate variables for each value.

To declare an array, define the variable type, specify the name of the array followed by **square brackets** and specify the number of elements it should store:

string cars[4];

We have now declared a variable that holds an array of four strings. To insert values to it, we can use an array literal - place the values in a comma-separated list, inside curly braces:

string cars[4] = {"Volvo", "BMW", "Ford", "Mazda"};

To create an array of three integers, you could write:

int myNum[3] = {10, 20, 30};

## **Access the Elements of an Array**

You access an array element by referring to the index number inside square brackets [].

This statement accesses the value of the **first element** in **cars**:

### **Example**

string cars[4] = {"Volvo", "BMW", "Ford", "Mazda"};  
cout << cars[0];  
// Outputs Volvo

**Note:** Array indexes start with 0: [0] is the first element. [1] is the second element, etc.

## **Change an Array Element**

To change the value of a specific element, refer to the index number:

cars[0] = "Opel";

### **Example**

string cars[4] = {"Volvo", "BMW", "Ford", "Mazda"};  
cars[0] = "Opel";  
cout << cars[0];  
// Now outputs Opel instead of Volvo

## **C++ Arrays and Loops**

## **Loop Through an Array**

You can loop through the array elements with the for loop.

The following example outputs all elements in the **cars** array:

### **Example**

string cars[4] = {"Volvo", "BMW", "Ford", "Mazda"};  
for (int i = 0; i < 4; i++) {  
  cout << cars[i] << "\n";  
}

The following example outputs the index of each element together with its value:

### **Example**

string cars[4] = {"Volvo", "BMW", "Ford", "Mazda"};  
for (int i = 0; i < 4; i++) {  
  cout << i << ": " << cars[i] << "\n";  
}

## **C++ Omit Array Size**

## **Omit Array Size**

You don't have to specify the size of the array. But if you don't, it will only be as big as the elements that are inserted into it:

string cars[] = {"Volvo", "BMW", "Ford"}; // size of array is always 3

This is completely fine. However, the problem arise if you want extra space for future elements. Then you have to overwrite the existing values:

~~string cars[] = {"Volvo", "BMW", "Ford"};~~  
string cars[] = {"Volvo", "BMW", "Ford", "Mazda", "Tesla"};

If you specify the size however, the array will reserve the extra space:

string cars[5] = {"Volvo", "BMW", "Ford"}; // size of array is 5, even though it's only three elements inside it

Now you can add a fourth and fifth element without overwriting the others:

### **Example**

cars[3] = "Mazda";  
cars[4] = "Tesla";

## **Omit Elements on Declaration**

It is also possible to declare an array without specifying the elements on declaration, and add them later:

### **Example**

string cars[5];  
cars[0] = "Volvo";  
cars[1] = "BMW";  
...

## **C++ Array Size**

## **Get the Size of an Array**

To get the size of an array, you can use the sizeof() operator:

### **Example**

int myNumbers[5] = {10, 20, 30, 40, 50};  
cout << **sizeof(myNumbers)**;

Result:

20

Why did the result show 20 instead of 5, when the array contains 5 elements?

It is because the sizeof() operator returns the size of a type in **bytes**.

You learned from the Data Types chapter that an int type is usually 4 bytes, so from the example above, 4 x 5 (4 bytes x 5 elements) = **20 bytes**.

**To find out how many elements an array has**, you have to divide the size of the array by the size of the data type it contains:

### **Example**

int myNumbers[5] = {10, 20, 30, 40, 50};  
int getArrayLength = **sizeof(myNumbers) / sizeof(int)**;  
cout << getArrayLength;

Result:

5

# **C++ Multi-Dimensional Arrays**

## **Multi-Dimensional Arrays**

A multi-dimensional array is an array of arrays.

To declare a multi-dimensional array, define the variable type, specify the name of the array followed by square brackets which specify how many elements the main array has, followed by another set of square brackets which indicates how many elements the sub-arrays have:

string letters[2][4];

As with ordinary arrays, you can insert values with an array literal - a comma-separated list inside curly braces. In a multi-dimensional array, each element in an array literal is another array literal.

string letters[2][4] = {  
  { "A", "B", "C", "D" },  
  { "E", "F", "G", "H" }  
};

Each set of square brackets in an array declaration adds another **dimension** to an array. An array like the one above is said to have two dimensions.

Arrays can have any number of dimensions. The more dimensions an array has, the more complex the code becomes. The following array has three dimensions:

string letters[2][2][2] = {  
  {  
    { "A", "B" },  
    { "C", "D" }  
  },  
  {  
    { "E", "F" },  
    { "G", "H" }  
  }  
};

## **Access the Elements of a Multi-Dimensional Array**

To access an element of a multi-dimensional array, specify an index number in each of the array's dimensions.

This statement accesses the value of the element in the **first row (0)** and **third column (2)** of the **letters** array.

### **Example**

string letters[2][4] = {  
  { "A", "B", "C", "D" },  
  { "E", "F", "G", "H" }  
};  
  
cout << letters[0][2];  // Outputs "C"

**Remember that:** Array indexes start with 0: [0] is the first element. [1] is the second element, etc.

## **Change Elements in a Multi-Dimensional Array**

To change the value of an element, refer to the index number of the element in each of the dimensions:

### **Example**

string letters[2][4] = {  
  { "A", "B", "C", "D" },  
  { "E", "F", "G", "H" }  
};  
letters[0][0] = "Z";  
  
cout << letters[0][0];  // Now outputs "Z" instead of "A"

## **Loop Through a Multi-Dimensional Array**

To loop through a multi-dimensional array, you need one loop for each of the array's dimensions.

The following example outputs all elements in the **letters** array:

### **Example**

string letters[2][4] = {  
  { "A", "B", "C", "D" },  
  { "E", "F", "G", "H" }  
};  
  
for(int i = 0; i < 2; i++) {  
  for(int j = 0; j < 4; j++) {  
    cout << letters[i][j] << "\n";  
  }  
}

This example shows how to loop through a three-dimensional array:

### **Example**

string letters[2][2][2] = {  
  {  
    { "A", "B" },  
    { "C", "D" }  
  },  
  {  
    { "E", "F" },  
    { "G", "H" }  
  }  
};  
  
for(int i = 0; i < 2; i++) {  
  for(int j = 0; j < 2; j++) {  
    for(int k = 0; k < 2; k++) {  
      cout << letters[i][j][k] << "\n";  
    }  
  }  
}

## **Why Multi-Dimensional Arrays?**

Multi-dimensional arrays are great at representing grids. This example shows a practical use for them. In the following example we use a multi-dimensional array to represent a small game of Battleship:

### **Example**

// We put "1" to indicate there is a ship.  
bool ships[4][4] = {  
  { 0, 1, 1, 0 },  
  { 0, 0, 0, 0 },  
  { 0, 0, 1, 0 },  
  { 0, 0, 1, 0 }  
};  
  
// Keep track of how many hits the player has and how many turns they have played in these variables  
int hits = 0;  
int numberOfTurns = 0;  
  
// Allow the player to keep going until they have hit all four ships  
while (hits < 4) {  
  int row, column;  
  
  cout << "Selecting coordinates\n";  
  
  // Ask the player for a row  
  cout << "Choose a row number between 0 and 3: ";  
  cin >> row;  
  
  // Ask the player for a column  
  cout << "Choose a column number between 0 and 3: ";  
  cin >> column;  
  
  // Check if a ship exists in those coordinates  
  if (ships[row][column]) {  
    // If the player hit a ship, remove it by setting the value to zero.  
    ships[row][column] = 0;  
  
    // Increase the hit counter  
    hits++;  
  
    // Tell the player that they have hit a ship and how many ships are left  
    cout << "Hit! " << (4-hits) << " left.\n\n";  
  } else {  
    // Tell the player that they missed  
    cout << "Miss\n\n";  
  }  
  
  // Count how many turns the player has taken  
  numberOfTurns++;  
}  
  
cout << "Victory!\n";  
cout << "You won in " << numberOfTurns << " turns";

# **C++ Structures (struct)**

## **C++ Structures**

Structures (also called structs) are a way to group several related variables into one place. Each variable in the structure is known as a **member** of the structure.

Unlike an array, a structure can contain many different data types (int, string, bool, etc.).

## **Create a Structure**

To create a structure, use the struct keyword and declare each of its members inside curly braces.

After the declaration, specify the name of the structure variable (**myStructure** in the example below):

struct {             // Structure declaration  
  int myNum;         // Member (int variable)  
  string myString;   // Member (string variable)  
} myStructure;       // Structure variable

## **Access Structure Members**

To access members of a structure, use the dot syntax (.):

### **Example**

Assign data to members of a structure and print it:

// Create a structure variable called myStructure  
struct {  
  int myNum;  
  string myString;  
} myStructure;  
  
// Assign values to members of myStructure  
myStructure.myNum = 1;  
myStructure.myString = "Hello World!";  
  
// Print members of myStructure  
cout << myStructure.myNum << "\n";  
cout << myStructure.myString << "\n";

## **One Structure in Multiple Variables**

You can use a comma (,) to use one structure in many variables:

struct {  
  int myNum;  
  string myString;  
} myStruct1, myStruct2, myStruct3; // Multiple structure variables separated with commas

This example shows how to use a structure in two different variables:

### **Example**

Use one structure to represent two cars:

struct {  
  string brand;  
  string model;  
  int year;  
} myCar1, myCar2; // We can add variables by separating them with a comma here  
  
// Put data into the first structure  
myCar1.brand = "BMW";  
myCar1.model = "X5";  
myCar1.year = 1999;  
  
// Put data into the second structure  
myCar2.brand = "Ford";  
myCar2.model = "Mustang";  
myCar2.year = 1969;  
  
// Print the structure members  
cout << myCar1.brand << " " << myCar1.model << " " << myCar1.year << "\n";  
cout << myCar2.brand << " " << myCar2.model << " " << myCar2.year << "\n";

## **Named Structures**

By giving a name to the structure, you can treat it as a data type. This means that you can create variables with this structure anywhere in the program at any time.

To create a named structure, put the name of the structure right after the struct keyword:

struct myDataType { // This structure is named "myDataType"  
  int myNum;  
  string myString;  
};

To declare a variable that uses the structure, use the name of the structure as the data type of the variable:

myDataType myVar;

### **Example**

Use one structure to represent two cars:

// Declare a structure named "car"  
struct car {  
  string brand;  
  string model;  
  int year;  
};  
  
int main() {  
  // Create a car structure and store it in myCar1;  
  car myCar1;  
  myCar1.brand = "BMW";  
  myCar1.model = "X5";  
  myCar1.year = 1999;  
  
  // Create another car structure and store it in myCar2;  
  car myCar2;  
  myCar2.brand = "Ford";  
  myCar2.model = "Mustang";  
  myCar2.year = 1969;  
   
  // Print the structure members  
  cout << myCar1.brand << " " << myCar1.model << " " << myCar1.year << "\n";  
  cout << myCar2.brand << " " << myCar2.model << " " << myCar2.year << "\n";  
   
  return 0;  
}

# **C++ References**

## **Creating References**

A reference variable is a "reference" to an existing variable, and it is created with the & operator:

string food = "Pizza";  // food variable  
string &meal = food;    // reference to food

Now, we can use either the variable name food or the reference name meal to refer to the food variable:

### **Example**

string food = "Pizza";  
string &meal = food;  
  
cout << food << "\n";  // Outputs Pizza  
cout << meal << "\n";  // Outputs Pizza

## **C++ Memory Address**

## **Memory Address**

In the example from the previous page, the & operator was used to create a reference variable. But it can also be used to get the memory address of a variable; which is the location of where the variable is stored on the computer.

When a variable is created in C++, a memory address is assigned to the variable. And when we assign a value to the variable, it is stored in this memory address.

To access it, use the & operator, and the result will represent where the variable is stored:

### **Example**

string food = "Pizza";  
cout << &food; // Outputs 0x6dfed4

**Note:** The memory address is in hexadecimal form (0x..). Note that you may not get the same result in your program.